**Optimal path planning of a disinfection mobile robot against COVID-19 in a ROS-based research platform**

Banjanovic-Mehmedovic, L.\(^a\), Karabegovic, I.\(^{ab,*}\), Jahic, J.\(^c\), Omericic, M.\(^d\)

\(^a\)University of Tuzla, Faculty of Electrical Engineering, Tuzla, Bosnia and Herzegovina
\(^b\)Academy of Sciences and Arts of Bosnia and Herzegovina, Sarajevo, Bosnia and Herzegovina
\(^c\)University of Cambridge, Cambridge, United Kingdom
\(^d\)iLogs Gmbh, Klagenfurt, Austria

**ABSTRACT**

Due to COVID-19 pandemic, there is an increasing demand for mobile robots to substitute human in disinfection tasks. New generations of disinfection robots could be developed to navigate in high-risk, high-touch areas. Public spaces, such as airports, schools, malls, hospitals, workplaces and factories could benefit from robotic disinfection in terms of task accuracy, cost, and execution time. The aim of this work is to integrate and analyze the performance of Particle Swarm Optimization (PSO) algorithm, as global path planner, coupled with Dynamic Window Approach (DWA) for reactive collision avoidance using a ROS-based software prototyping tool. This paper introduces our solution – a SLAM (Simultaneous Localization and Mapping) and optimal path planning-based approach for performing autonomous indoor disinfection work. This ROS-based solution could be easily transferred to different hardware platforms to substitute human to conduct disinfection work in different real contaminated environments.
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1. Introduction

Service mobile robots provide task services at different public places, e.g., in factories, airports, malls or hospitals. Because of similarities between operational environments in hospitals and manufacturing facilities, many service tasks are adapted in both environments [1]. We are currently witnessing a pandemic caused by the COVID-19 virus, so disinfection is a necessary task in many institutions. Using service disinfection robots is very attractive and advantageous for highly effective treatments, highly effective pathogen elimination, whole area treatment, disinfection of all surfaces in the area, higher productivity, etc.
Numerous design solutions for disinfection robots have been developed. Shen et al. [2], during the COVID-19 pandemic, compared over 200 robotic systems that could assist with COVID-related issues. The study concludes that robotics systems are overall suitable for dealing with COVID-19 related challenges, including disinfection. Robots for disinfection are mainly categorized [3] into UV light based and liquid agent spray solutions. Considering their mobility, they are often categorized [4] as mobile based, drones or semi-autonomous. After comparing several robots for disinfection, the survey concludes that liquid agent spray robots have a great advantage of being able to function 24/7, performing disinfection of target areas following a specific path. However, the survey notices that these robots may not be useful in areas with gaps or holes where is hard to reach by the liquid. According to the previously mentioned categorization, our solution fits into a category of mobile robots based on UV light disinfection. Even before the COVID 19 pandemic started, research conducted in robotics investigated questions that robotics solutions need to address to "effectively deploy robots in infectious diseases outbreaks" [5]. One of the three main research questions, relevant to our work, focuses on the interaction between robots and patients.

Recent research in the field of mobile robotics focusing on disinfection tackles problem related to planning and execution of navigation path, especially on optimization of the path considering navigation and disinfection target constraints. Shi et al. [6] approach the challenge of making mistakes in the path planning. They transform the collaborative scheduling problem of intelligent disinfection use to the distributed constraint optimization problem.

Tan et al. [7] introduced Aimi-Robot UVC robot that uses a graph-optimized SLAM algorithm to enable localization and map creation in the unknown environments. Aimi-Robot uses lidar sensors, gyroscopes, and odometers to obtain environmental information, and with the aforementioned SLAM algorithm it is able to increase real-time localization accuracy. Conte, Leamy, and Furukawa [8] presented an unmanned ground vehicle robot with map-based teleoperation that disinfects in complex indoor environments. The main contribution of this work is the two-stage mapping technique enabling teleoperation and allowing a human to operate the robot beyond the line-of-sight. The map dynamically constructs the map of 3D surfaces. To get a detailed map, Sayed et al. [9] presented a robot controlled by a joystick, which uses the Microsoft Kinect Xbox360 sensor. The navigation challenge is approached by using ROS navigation algorithms, SLAM, and machine vision. Marques et al. [10] suggest how to optimize a trajectory of a robot by building a probabilistic roadmap in the robot’s configuration space. To deal with the fact that it is an NP-hard Mixed-Integer Linear Programming, they employ a two-stage solver that combines a Linear Program (LP) and a Travelling Salesman Problem (TSP). Conroy et al. [11] present a low-cost robotic platform for ultraviolet light disinfection, with off-the-shelf components and ROS navigation stack (standard mapping, control, and odometer packages), and use simulation to verify their concept. Ruan et al. [12] introduced a low-cost robot that combines the Hydrogen Peroxide Vaporous and SLAM for automated disinfection operation in the complex indoor environment. The robot builds a map of the environment using SLAM, powered by the ROS navigation stack, and then it follows a prescribed path. UltraBot robot [13] created for UV disinfection combines SLAM, Monte Carlo localization, and autonomous navigation in known environments for localization and path planning. This platform is a partially 3D printed and uses standard the ROS packages. These factors combined enable it to achieve high accuracy in localization.

Compared to the discussed robots, our solution combines Particle Swarm Optimization (PSO) algorithm with Dynamic Window Approach (DWA) for optimal path planning and obstacle avoidance. In addition, the suggested solution relies on ROS components. Instead of presenting a concrete solution, we present a concept that is easy to transfer to different hardware platform as a non-expensive and practical solution, and which is adjustable for specific applications in this domain.

The rest of this paper is organized as follows: Section 2 describes current planning methods used in the autonomous vehicles research field, with focus on the PSO-based optimization method; Section 3 introduces the ROS-based research platform and its modules related to the navigation; Section 4 introduces our solution- SLAM and path planning based approach for performing
disinfection, which are implemented in ROS, while Section 5 describes the simulation setup and discussion. Finally, the last section contains the conclusions and future work.

2. Path planning methods

Service robots are supposed to navigate in crowded environments in a way that requires methods for motion planning and obstacle avoidance. The main problem in robot path planning is the capability of creating collision-free waypoints in the path to reach the destination point regarding to some optimization criteria such as the shortest distance or minimum time. Usually, the path planning module is divided into the global planner, which uses a priori information of the environment to create the best possible path and the local planner, which recalculates the initial plan to avoid possible dynamic obstacles [14].

Path planning can be classified into initial practical planners, grid-based algorithms, sampling-based planning (SBP) approaches, algorithms based on optimization and machine learning based algorithms [15].

Initial complete practical planners such as Road Map (RM), Potential Fields, and Cell Decomposition (CD) techniques are unable to deal with dynamic and complex high dimension problems [16].

Grid-based algorithms transform the environment in a grid-mesh. Dijkstra’s algorithm is always able to find the shortest path between two points, but it has very high computational complexity. Many algorithms have been created which are able to find the shortest path with the lowest computational cost: A*, Bi A*, Breadth-first, Best-First path planning [17]. The A* uses heuristics to be faster. The Bidirectional A* algorithm is a graph search algorithm that finds the shortest path from an initial vertex to a goal vertex in a directed graph running two simultaneous searches. The Breadth-first Search is a classic graph search algorithm, which works by expanding and systematically exploring a given node and progressively redoing the same procedure for all its neighbours. The Best-First algorithm is one of the most popular in the literature. The Best-First algorithm uses the given heuristic function, which is applied equally through the search space, to quantify the value of each candidate exploited during the process and, thus, continues the exploration until reaches the point of interest. These algorithms, however, become extremely costly when applied to large environments or environments with dynamic objects [17].

Sampling Based Planning (SBP) approaches are the most influential approaches in path planning. SBPs are probabilistically complete, i.e., it finds a solution, if one exists, provided with infinite run time. The most popular SBP algorithms are Probabilistic Roadmap (PRM), Rapidly-exploring Random Tree (RRT) and Rapidly-exploring Random Tree Star (RRT*). PRM based methods are mostly used in highly structured static environments such as factory floors. RRT and RRT* based approaches extend non-holonomic constraints and support dynamic environment as well. The major advantages of SBP algorithms are low computational cost, applicability to high dimensional and complex problems [18].

Evolutionary Algorithms (EA) are based on the principle of natural evolution, where randomly select a candidate set of solutions and apply the quality function as an abstract fitness measure. The evolutionary algorithms tend to find an optimal solution by converging from the initial state to the global optimal using a fitness function. A few of optimization techniques based on nature-inspired optimization heuristics are Genetic Algorithm (GA), Particle Swarm Optimization (PSO), Ant Colony Optimization Algorithm (ACO), Artificial Bee Colony (ABC), Cuckoo Search (CS). The Genetic algorithm is based on a direct analogy to Darwinian natural selection and mutations in biological reproduction. ACO is inspired by the behaviour of real ant colonies and PSO is used for optimizing continuous nonlinear functions and performs a parallel search in a space of solutions. The PSO has many advantages compared to other evolutionary methods: it has few parameters, small population and fast convergence [19].

Recently, many researchers have tried to solve path planning problems using machine learning [15]. The classical Q-Learning algorithm is improved using deep learning and this combination gives very good results.
PSO algorithm

The PSO is inspired by the social behaviour of a flock of migrating birds trying to reach an unknown destination [20]. In the PSO algorithm, a candidate solution is presented as a particle. The algorithm utilizes a collection of flying particles in a search space (current and possible solutions) and moves towards a promising area to get to a global optimum [21]. A given number of state space vectors (particles) are initialized randomly. Particles fly through the search space at predefined velocities, which are dynamically adjusted according to its own previous best value \( p_{best} \) and its previous best group’s \( g_{best} \) [22-25]. The performance of each particle is measured according to a known fitness function, which is related to the problem to be solved.

The best solutions are evolved through several generations. Each particle updates its position and velocity as follows:

\[
X_i^t = X_i^t + V_i^{t+1}
\]

\[
V_i^{t+1} = \omega V_i^{t+1} + c_1 r_1 (p_{best_i} - X_i^t) + c_2 r_2 (g_{best} - X_i^t)
\]

where \( V_i^{t+1} \) is the velocity of the \( i \)-th particle at time \( t + 1 \), \( X_i^t \) is the position of particle at time \( t \); \( c_1 \) and \( c_2 \) are acceleration coefficients, which denote the cognitive and social parameters, respectively and are usually set to a value of 2, although good results have been also produced with \( c_1 = c_2 = 4 \); \( r_1 \) and \( r_2 \) are two random functions in the range \([0,1]\). The inertial weight \( \omega \) is used for regulating the global exploration and local exploration abilities. It presents the global search behaviour, set to a large value in the beginning of the searching process and dynamically reduced during the optimization (which emulates a more local search behaviour). Its range is suggested to be \( 0.2 \leq \omega \leq 0.4 \). All particles move to the global best solution to finish the search process [24].

3. ROS-based research platform

3.1 General information about ROS

Robot Operating System (ROS) [26] is a framework that facilitates development of robotic applications. It is organised around the idea of common data structures for standard robotic operations, and it comprises a large database of libraries and tools. In its current version ROS2, it supports a significant number of robots through abstractions usually expected from an operating system (e.g., support with abstraction of hardware to software). However, ROS is a meta operating system as it runs on top of a real operating system (Linux, macOS, or Windows 10). ROS relies on distributed communication between nodes and is hence suitable for controlling larger robotics environments, involving other robots and large number of sensors on-robot and off-robot sensors. Projects of ROS are organised into stacks, where the ROS navigation stack [33] is one of the most prominent projects.

ROS2, officially released in 2017, in addition to features supported in ROS1, also supports C++17 standard and works with Python version 3.5 (where ROS1 supports C++03 and C++11 and works with Python 2). In addition to these, ROS2 provides various Quality of Service policies which improve communication over different networks.

One of the most used simulators with ROS is the Gazebo simulator [27, 34]. The focus of Gazebo is to simulate physics of robotics, support rendering, offer communication interfaces and a user interface. The simulator offers possibilities for both indoor and outdoor navigation modeling and supports robot models with different level of details (from simple platforms to robots with full sensor suite). Some of the dynamic operations that the simulator supports include motion, constraints, collision, and contact friction. It also has support for various sensors, including cameras, Kinect, lasers, RFID, etc. The Gazebo ROS package provides interface between the Gazebo and ROS framework.

Another simulator often used with ROS is SVL Simulator [35]. It is a simulation platform used for autonomous vehicles. Applications of the SVL simulator include warehouse robotics, autonomous racing, sensor/sensor systems development and marketing, real-time embedded systems
for automotive, etc. Commonly supported scenarios are complex traffic scenarios, testing localization module in new Digital Twin environments, testing autonomous vehicle stack in real, etc. SVL supports running ROS2 simulations with its ROS navigation stack.

Rviz [36] is a 3D visualization tool commonly used in ROS. It enables visualisation of data, and is most commonly used to show sensor data and dynamic states of different processes. Typical examples of data visualisation using Rviz include data from laser sensors, camera, odometry, etc. It has several built-in data types including camera, image, map, point, path, etc.

3.2 ROS navigation stack and Nav2

ROS navigation [37] stack performs 2D navigation operations. As input, it takes odometry, sensor streams, and a goal pose. It outputs velocity commands that are sent to a mobile base.

Nav2 project [33] is a successor of the ROS navigation stack to be used in ROS2. Nav2, among others, contains tools to load, serve, and store maps (Map Server), localize the robot on the map (AMCL), plan a path from A to B around obstacles (Nav2 Planner), control the robot as it follows the path (Nav2 Controller), convert sensor data into a Costmap representation of the world (Nav2 Costmap 2D), compute recovery behaviours in case of failure (Nav2 Recoveries), follow sequential waypoints (Nav2 Waypoint Follower), and plugins to enable custom algorithms and behaviours (Nav2 Core), Fig. 1.

4. SLAM and path planning in ROS

The disinfection mobile robot first builds the map of the designated environment based on Simultaneous localization and mapping (SLAM). Then, it accomplishes the disinfection mission of the environment according to the selected path avoiding obstacles during this process. Our solution combines Particle Swarm Optimization (PSO) algorithm with Dynamic Window Approach (DWA) for global path planning and obstacle avoidance, respectively. The suggested concept of our approach is presented in Fig. 2.

![Fig. 1 ROS Nav2 stack](image-url)
For the proposed concept of Optimal path planning of the disinfection mobile robot, we used the Gmapping SLAM algorithm due to its robustness in indoor environments and limited computational burden.

Simultaneous localization and mapping (SLAM) is a concept concerned with the problem of building a map of an unknown environment by a mobile robot while at the same time enables localization and navigation through the environment using the map [28]. The main function of SLAM is to analyze the input data to determine the pose of the robot and build an environment map in order for the robot to move autonomously.

The SLAM problem could be solved using filtering or smoothing approaches. The main filtering SLAM techniques are Kalman filters (EKF, UKF) and particle filters, and they are designed as on-line approaches. The smoothing approaches like the graph SLAM, estimate the full robot trajectory by processing the full set of the sensor measurements and they are classified as the full SLAM problem.

In recent years, the machine learning and deep learning techniques have been involved in research regarding SLAM to effectively reduce the positioning error, achieve high-precision tracking detection, and improve the accuracy of robot target detection [28, 30].

4.1 SLAM implementation in ROS

For the proposed concept of Optimal path planning of the disinfection mobile robot, we used the Gmapping SLAM algorithm due to its robustness in indoor environments and limited computational burden.

Simultaneous localization and mapping (SLAM) is a concept concerned with the problem of building a map of an unknown environment by a mobile robot while at the same time enables localization and navigation through the environment using the map [28]. The main function of SLAM is to analyze the input data to determine the pose of the robot and build an environment map in order for the robot to move autonomously.

The SLAM problem could be solved using filtering or smoothing approaches. The main filtering SLAM techniques are Kalman filters (EKF, UKF) and particle filters, and they are designed as on-line approaches. The smoothing approaches like the graph SLAM, estimate the full robot trajectory by processing the full set of the sensor measurements and they are classified as the full SLAM problem.

The SLAM could also be classified into 2D and 3D SLAM. The most common 2D-lidar SLAM algorithms in ROS include Gmapping, Cartographer, Hector, Core, Lago. Gmapping is a SLAM algorithm based on 2D-lidar using Rao-Blackwellized Particle Filters (RBPF) to build the 2D grid map. It decomposes the SLAM problem into two parts: localization and mapping through the conditional joint distribution [29].

In recent years, the machine learning and deep learning techniques have been involved in research regarding SLAM to effectively reduce the positioning error, achieve high-precision tracking detection, and improve the accuracy of robot target detection [28, 30].

4.2 PSO based global path planner

After building the map, it is necessary to solve the path planning problem to enable the robot to perform multi-point disinfection at a specified location in the generated 2D map. The path planner could be classified into two categories: the global path planner and the local planner. We selected the PSO algorithm as the global path planner in our approach.

The PSO algorithm searches for the best values by performing a simulation for each particle in the population at the given environmental data. The number of particles is generated around
the robot’s initial position and within its sensing range. Each particle takes a new velocity and position based on the constantly updated PSO equations. A candidate for the robot’s next position is determined by the position of the best particle, i.e., the one nearest to the goal. When the criteria for the PSO exiting are satisfied, a raw trajectory is obtained and postprocessed to generate the optimized trajectory.

In case of obstacles, which are suddenly appearing on the pre-planned path, the local path planner performs partial secondary path planning to avoid obstacles and to come to the target position and the disinfection process is done, Fig. 2. In case of people detection, where the ROS package for face recognition "Face Detector" from a stereo camera data is used, the robot must stop its disinfection process, Fig. 3. The face detector employs the OpenCV face detector, based on a cascade of Haar-like features to obtain an initial set of detections [38].

To disinfect the space as efficiently as possible, it is necessary to select points in the space from which the largest possible area of the room could be covered, Fig. 4.

![Fig. 3 ROS package "Face Detector" for people detection](image)

![Fig. 4 Selected points in the mapped robot environment](image)
Most path planners aim to generate an optimal path considering a single objective like path length or path travel time. However, in practice, path planning in dynamic environments emphasizes the necessity of considering multiple objects in path planning [21]. The used fitness function is generated as the weighted sum of the three objectives: the path shortness fitness function $F_{sh}$, the path smoothness fitness function $F_{sm}$. The shortest path is defined as the Euclidean distance between each newly generated particle and the goal in each iteration, and the smoothest path is defined as the robot moving angle in two successive iterations.

$$F = \alpha_1 \cdot F_{sh} + \alpha_2 \cdot F_{sm}$$

$$F_{sh} = \sqrt{(px^i_t - x_G)^2 + (py^i_t - y_G)^2}$$

$$F_{sh} = \cos^{-1}\left(\frac{(px^i_t - x_G) \cdot (x_B - x_G) + (py^i_t - y_G) \cdot (y_B - y_G)}{\sqrt{((px^i_t - x_G)^2 + (py^i_t - y_G)^2)(x_B - x_G)^2 + (y_B - y_G)^2}}\right)$$

where $(px^i_t, py^i_t)$ is the position of $i$-th particle in iteration $t$, $(x_G, y_G)$ is the goal position and $(x_B, y_B)$ is the best position for the swarm. The weights of the shortest and smoothest fitness functions, $\alpha_1$ and $\alpha_2$ respectively, are in interval $0 \leq \alpha_1 + \alpha_2 \leq 1$.

The suitable path is obtained by minimizing this function $F$ according to the assigned weights of each criterion.

### 4.3 DWA local planner

Dynamic Window Approach (DWA) to reactive collision avoidance which exists as ROS robot local navigation packet employed as the local planner in our research. Using a map, the planner creates a kinematic trajectory for the robot to get from a start to a goal location. The advantage of this approach is that reduces the search space to the dynamic window, which consists of the velocities reachable within a short time interval and which yield a trajectory on which the robot is able to stop safely [31]. Each simulated trajectory can be evaluated using an objective function that incorporates characteristics such as: proximity to obstacles, proximity to the goal, proximity to the global path:

$$F = \alpha_1 \cdot F_{ep} + \alpha_2 \cdot F_{lg} + \alpha_3 \cdot F_{oc}$$

where, $F_{ep}$ denotes the distance to the path from the endpoint of the trajectory in meters, $F_{lg}$ denotes the distance to the local goal from the endpoint of the trajectory in meters, and $F_{oc}$ denotes the maximum obstacle cost along the trajectory [32]. $\alpha_i$ are the weighted coefficients of the related terms.

This ROS controller serves to connect the path planner to the robot and send the velocity value gained by maximizing an objective function. DWA is used here because its calculation time is short, the local path can be updated in real time and there is no dead angle obstacle or local optimization in the disinfection scenes [12].

### 5. Simulation and results

To analyse the function of the proposed PSO path planner algorithm, we ran several simulations in the ROS environment. The number of iterations, the particle number and the particle velocity are important factors influencing the performance of the PSO algorithm. The approach used in this simulation is varies those parameters and compares mobile robot trajectories and fitness function values. The same start and goal coordinates are used for all parameter values and the generated trajectories. Based on the results from these simulations, we tuned the algorithm parameters to optimal values.

The weights $\alpha_1$ and $\alpha_2$ are tuned through extensive simulation and try and errors, with the best-found values $\alpha_1 = 0.2$ and $\alpha_2 = 0.8$. As a competing method for comparing the PSO based global path planner using different weights $\alpha_1$ and $\alpha_2$, the efficient standard Dijkstra’s and Astar algorithms were selected, Fig. 5. and Fig. 6, respectively.
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Fig. 5 Comparison of PSO global path planner of the mobile robot using different weights $\alpha_1$ and $\alpha_2$, with the efficient standard Dijkstra’s algorithm

Fig. 6 Comparison of PSO global path planner of the mobile robot using different weights $\alpha_1$ and $\alpha_2$, with the efficient standard Astar method

The results show that Dijkstra’s and Astar algorithms generate almost identical paths. The PSO based path planner with weights $\alpha_1 = 0.2$ and $\alpha_2 = 0.8$ is the closest to the path generated by the Dijkstra’s or the Astar algorithm. This is the path that is closest to the ideal path of the robot from the start to the end point, so this choice of coefficients is the best in those experiments. Variations can be made by reducing/increasing the number of iterations per calculation. In this experiment, the number of iterations was initially set to 25. Since the global planner performs a new plan calculation every 2 seconds, the 25-iteration PSO algorithm could not give up-to-date results and forward to the global planner, so it often happened that the robot deviated from the calculated path. Increasing the number of iterations results in greater accuracy in calculating the ideal path but requires more computing resources at the same time and results in a slower calculation. Fig. 7 presents the robot path with 2 iterations per calculation and the path with 5 iterations per calculation, compared to the path generated with the Astar algorithm. Both PSO paths have an initial variation in motion, because the robot loses the path for a short period of time until the calculation is performed. The deviation is larger when moving with 5 iterations per calculation because more time is required for the calculation. Therefore, the number of iterations was reduced to 2 iterations. The Fig. 8 presents comparison of path planning results, where the number of particles for the PSO algorithm was changed from 100 particles to 50 particles.
A few graphical results of running DWA as the local path planner and PSO as the global path planner on problems with and without people as obstacles are illustrated consecutively in Figs. 9 and 10. Implementation of the PSO path planner with disinfection in the selected environment is presented in Fig. 9. A scenario where the mobile robot enters the room but recognizes people in the room and interrupts the disinfection process is presented in Fig. 10.
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6. Conclusion

In this paper, we present the DWA and PSO based path planning of an autonomous mobile disinfection robot based on Gmapping SLAM. The optimal path planning of the disinfection robot system was tested in the ROS indoor environment. By comparing PSO with the Dijkstra’s and the A* algorithms, it can be concluded that it is possible to easily improve path planning performance using PSO by adjusting parameters such as particle number, number of iterations, or fitness function coefficients. The simulation results show that the proposed method is effective as optimal path planner in combating COVID-19. In the future, more detailed work needs to be done in multi-criteria optimization of path planning combined with a disinfection model and people detection using deep learning. We are also planning to design and implement a disinfection mobile robot structure based on the discussed concepts.
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